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Context

We at the Chair of Software and Systems Engineering (I4) are developing the Scapolite hardening-framework in cooperation with an industry partner. The goal of this Scapolite framework is to make the specification and management of security-configuration guidelines easier and automate the implementation and the check of the different security-configuration rules. Therefore, we extract the values we need to implement and to check the current rule from the human-readable text of the security-configurations. The Scapolite framework is implemented in Python, but we have also created a PowerShell Library that implements and checks the rules on the Windows machines. Recently, we demonstrated how one can automate almost the whole hardening process using the configuration of a Windows system as a proof of concept. Currently, we are deriving both the automation for the implementation and for the check from one single value. This covers most of the security settings but for some settings the person who created the security-guideline specified

- **Range** a range of values which are valid, e.g., \(x \in [0..10]\).
- **Set** a set of values which are valid, e.g., \(x \in \{\text{Disabled, Not Configured}\}\).
- **Negations** anything but a specific value, e.g., \(x \neq \text{Enabled}\) or \(x \notin \{\text{Disabled, Not Configured}\}\).

In the current implementation of the Scapolite framework, this is simply ignored and only one value is chosen. This leads to **false negatives** when applying the automated check mechanisms, e.g.: A security-configuration rule specifies that the minimal password length should be at least 12. Thus, in the current statue, the value 12 is extracted and the automation checks if the minimal password length on the system under test is set to 12. If minimal password length is set to 13 on the system under test, the rule is marked as **non-compliant**, although the value 13 is valid according to the specification of the rule. In the course of this thesis, this behavior should be improved.

Goal

The goal of this thesis is to develop an approach specifying checks more precisely in the Scapolite framework. Hereby, concepts from the OCL [3, 5], first-order logic, or OVAL [4] may be useful and could be reused. The new approach to specify checks in the Scapolite language should include the current definition for which the value to implement and the value to check is the same. Furthermore, the different cases defined in the security-configuration guidelines like ranges, sets or negations should be possible. After the approach is defined, an improved extraction process has to be implemented. In addition, the automation of the checks has to be implemented. The evaluation of this thesis could be conducted in a case study using an existing security-configuration guideline, e.g., the IASE Windows Server 2016 guideline [2] or the Windows Server 2016 guideline published by the CIS[1]. In the end, the degree of rules, which were specified using any aforementioned construct and for which the values can be extracted and their check can be automated, should be as high as possible. On the other side, the new check mechanism should reduce the amount of the aforementioned **false negatives**.

Working Plan

1. Familiarize with the Scapolite framework
2. Collect possible cases to handle in existing security-configuration guidelines
3. Define concept to specify different check conditions within the Scapolite framework
4. Implement the extraction process
5. Implement the enhanced check automation mechanism
6. Evaluate the results on an existing security-configuration guideline
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